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1 Bump mapping

Blinn [1] introduced bump mapping as a technique that makes a surface
appear rough or wrinkled. This affect is achieved by perturbing the normals
used in the illumination computation. Hence, it only affects the shading, not
the underlying geometry. The bump map can contain height values that will
affect the normal of each pixel. However, it can as an alternative contain
normals that have been computed from such a bump map and this map is
then called a normal map [7].

Especially moving frame bump mapping[10] [7] is closely related to shad-
ing since it includes vector interpolation, which is the essence of Phong shad-
ing. Bump mapping is also closely related to texture mapping [5]. It will also
suffer from similar aliasing problems when bumps are magnified or minified.

Blinn used an approximation for the perturbed normal, which depends
on the surface normal and the height information in the bump map. The
perturbed normal is calculated as

n′ = n +
Fu(n ×Pv) − Fv(n× Pu)

||n|| (1)

where n is the surface normal, Pu and Pv are the partial derivatives of the
surface in the u and v directions respectively. Fu and Fv are the gradients of
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the bump map. Peercy et al. [10] use another approach for computing the
normal. An orthonormal frame on the surface is used to rotate the vector in
the direction to the light source l into that local frame. As an alternative,
the bump normal could be rotated into the world by the same frame, i.e. the
inverse of the same matrix. However, it is more efficient to rotate the light
vector so it will be correct compared to the flat normal map. This can be done
per vertex and then the rotated light vectors are linearly interpolated over
the polygon. Hence, the diffuse intensity is computed as Id = n′ · l′, where n′

is the normal obtained from the bump map, and l′ is the light vector rotated
by the frame (t,b,n), where t is the tangent vector of the surface at the
point with the surface normal n and finally b is the bi-normal, computed as
n× t. They are taking this approach a step further by precomputing bump
normals over the whole object. Nonetheless, this is the main idea of moving
frame bump mapping. The perturbed normal is

n′ = (−Fu,−Fv, 1) (2)

which is obtained by computing the cross product of the gradients as shown
by Doggett et al. [2]. They also use Prewitt masks, which is a kind of convo-
lution kernel, to obtain Fu and Fv. Kugler [8] uses a different representation
of the normal perturbation based on spherical coordinates. Sung Kim et al.
[11] elaborates this idea further by directly computing the inner products
for the diffuse and specular light from the perturbed normal in this repre-
sentation. A hardware implementation of a bump mapping chip is proposed
by Ikedo and Ohbuchi [6], where vector normalization is avoided by using
vectors in angular form. Miller and Halstead [9] discuss how hardware ac-
celerated bump mapping using standard texture-mapping hardware can be
performed. An overview of other bump map approaches is given by Ernst et
al. [3] and Kilgard [7].

In this type of bump mapping, the frame is used to rotate the vector in
the direction to the light source. This can be done since a rotation matrix is
an orthonormal frame. That is, each column in a rotation matrix is a vector
and each vector has unit length and they are orthogonal to each other. This
fact is seldom mentioned in computer graphics text books, but it certainly
helps understanding the concept of rotation matrices. A rotation of θ degrees
around the z-axis is defined as

Rz(θ) =





cos θ − sin θ 0
sin θ cos θ 0

0 0 1



 (3)
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It is clear that the last column is a vector aligned with the z-axis. It is also
easy to see that this last vector is orthogonal to both the two first vectors
since the dot product between the last column and any of the two first is
zero. The two first vectors are also orthogonal since the dot product once
again is zero: cos θ · sin θ + (− sin θ · cos θ) + 0 · 0 = 0. Similarly it can
be shown that each vector has unit length. The length of the first vector is√

cos2 θ + sin2 θ + 02. The trigonometric unity gives that this is equal to one.
The same applies for the other two columns. Furthermore, each row is also
a vector and they also constitute a frame.

The interpretation of this concept is that if this frame is the same as
the world coordinate system, i.e. the unity matrix, then the object is not
rotated. However, if we rotate the coordinate system (or frame) the object
is defined in, then the object itself is rotated in the same way as the frame
is rotated. The same concept applies for both vectors and objects.

The conclusion is that if we want to rotate an object or a vector to a
certain position, we use a rotation matrix that contains a local frame that
defines this rotation. Moreover, this frame can be regarded as the local
coordinate system where the object or vector is defined.

If we use equation (3) to rotate a position vector p with

p′ = pRz(θ) (4)

then the frame will be found on the rows of Rz(θ). Note that the row vectors
are the inverse of the column vectors since the inverse of a rotation matrix
is the same as its transpose. Thus, in the moving frame bump mapping
approach, the inverse of the frame is used, i.e. the vectors in the frame are
stored in the columns.

Homogenous coordinates [4] expands this concept by allowing the frame to
be translated to any position in the world coordinate system. This is achieved
by using an extra coordinate telling whether the x, y and z coordinates define
a point or a vector.
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